**Prepare a classification model using Naive Bayes for salary data**

**Ans:**

> library(e1071)

> library(corrplot)

corrplot 0.84 loaded

> library(gmodels)

> salary\_train <-read.csv(file.choose())

> View(salary\_train)

> str(salary\_train)

'data.frame': 30161 obs. of 14 variables:

$ age : int 39 50 38 53 28 37 49 52 31 42 ...

$ workclass : Factor w/ 7 levels " Federal-gov",..: 6 5 3 3 3 3 3 5 3 3 ...

$ education : Factor w/ 16 levels " 10th"," 11th",..: 10 10 12 2 10 13 7 12 13 10 ...

$ educationno : int 13 13 9 7 13 14 5 9 14 13 ...

$ maritalstatus: Factor w/ 7 levels " Divorced"," Married-AF-spouse",..: 5 3 1 3 3 3 4 3 5 3 ...

$ occupation : Factor w/ 14 levels " Adm-clerical",..: 1 4 6 6 10 4 8 4 10 4 ...

$ relationship : Factor w/ 6 levels " Husband"," Not-in-family",..: 2 1 2 1 6 6 2 1 2 1 ...

$ race : Factor w/ 5 levels " Amer-Indian-Eskimo",..: 5 5 5 3 3 5 3 5 5 5 ...

$ sex : Factor w/ 2 levels " Female"," Male": 2 2 2 2 1 1 1 2 1 2 ...

$ capitalgain : int 2174 0 0 0 0 0 0 0 14084 5178 ...

$ capitalloss : int 0 0 0 0 0 0 0 0 0 0 ...

$ hoursperweek : int 40 13 40 40 40 40 16 45 50 40 ...

$ native : Factor w/ 40 levels " Cambodia"," Canada",..: 38 38 38 38 5 38 22 38 38 38 ...

$ Salary : Factor w/ 2 levels " <=50K"," >50K": 1 1 1 1 1 1 1 2 2 2 ...

> salary\_test <- read.csv(file.choose())

> View(salary\_test)

> str(salary\_test)

'data.frame': 15060 obs. of 14 variables:

$ age : int 25 38 28 44 34 63 24 55 65 36 ...

$ workclass : Factor w/ 7 levels " Federal-gov",..: 3 3 2 3 3 5 3 3 3 1 ...

$ education : Factor w/ 16 levels " 10th"," 11th",..: 2 12 8 16 1 15 16 6 12 10 ...

$ educationno : int 7 9 12 10 6 15 10 4 9 13 ...

$ maritalstatus: Factor w/ 7 levels " Divorced"," Married-AF-spouse",..: 5 3 3 3 5 3 5 3 3 3 ...

$ occupation : Factor w/ 14 levels " Adm-clerical",..: 7 5 11 7 8 10 8 3 7 1 ...

$ relationship : Factor w/ 6 levels " Husband"," Not-in-family",..: 4 1 1 1 2 1 5 1 1 1 ...

$ race : Factor w/ 5 levels " Amer-Indian-Eskimo",..: 3 5 5 3 5 5 5 5 5 5 ...

$ sex : Factor w/ 2 levels " Female"," Male": 2 2 2 2 2 2 1 2 2 2 ...

$ capitalgain : int 0 0 0 7688 0 3103 0 0 6418 0 ...

$ capitalloss : int 0 0 0 0 0 0 0 0 0 0 ...

$ hoursperweek : int 40 50 40 40 30 32 40 10 40 40 ...

$ native : Factor w/ 40 levels " Cambodia"," Canada",..: 38 38 38 38 38 38 38 38 38 38 ...

$ Salary : Factor w/ 2 levels " <=50K"," >50K": 1 1 2 2 1 2 1 1 2 1 ...

> salary <- rbind(salary\_train,salary\_test)

> str(salary)

'data.frame': 45221 obs. of 14 variables:

$ age : int 39 50 38 53 28 37 49 52 31 42 ...

$ workclass : Factor w/ 7 levels " Federal-gov",..: 6 5 3 3 3 3 3 5 3 3 ...

$ education : Factor w/ 16 levels " 10th"," 11th",..: 10 10 12 2 10 13 7 12 13 10 ...

$ educationno : int 13 13 9 7 13 14 5 9 14 13 ...

$ maritalstatus: Factor w/ 7 levels " Divorced"," Married-AF-spouse",..: 5 3 1 3 3 3 4 3 5 3 ...

$ occupation : Factor w/ 14 levels " Adm-clerical",..: 1 4 6 6 10 4 8 4 10 4 ...

$ relationship : Factor w/ 6 levels " Husband"," Not-in-family",..: 2 1 2 1 6 6 2 1 2 1 ...

$ race : Factor w/ 5 levels " Amer-Indian-Eskimo",..: 5 5 5 3 3 5 3 5 5 5 ...

$ sex : Factor w/ 2 levels " Female"," Male": 2 2 2 2 1 1 1 2 1 2 ...

$ capitalgain : int 2174 0 0 0 0 0 0 0 14084 5178 ...

$ capitalloss : int 0 0 0 0 0 0 0 0 0 0 ...

$ hoursperweek : int 40 13 40 40 40 40 16 45 50 40 ...

$ native : Factor w/ 40 levels " Cambodia"," Canada",..: 38 38 38 38 5 38 22 38 38 38 ...

$ Salary : Factor w/ 2 levels " <=50K"," >50K": 1 1 1 1 1 1 1 2 2 2 ...

**Creating dummies**

> level\_work <- levels(salary$workclass)

> View(salary)

> level\_edu <- levels(salary$education)

> level\_mari <- levels(salary$maritalstatus)

> level\_occ <- levels(salary$occupation)

> level\_rel <- levels(salary$relationship)

> level\_race <- levels(salary$race)

> level\_sex <- levels(salary$sex)

> level\_native <- levels(salary$native)

> level\_salary <- levels(salary$Salary)

> salary$workclass <- as.integer(factor(salary$workclass,levels =c(level\_work),labels=c(1,2,3,4,5,6,7)))

> salary$education <- as.integer(factor(salary$education,levels = c(level\_edu),labels = c(1,2,3,4,5,6,7,8,9,10,11,12,13,14,15,16)))

> salary$maritalstatus <- as.integer(factor(salary$maritalstatus,levels = c(level\_mari),labels =c(1,2,3,4,5,6,7) ))

> salary$occupation <- as.integer(factor(salary$occupation,levels = c(level\_occ),labels = c(1,2,3,4,5,6,7,8,9,10,11,12,13,14)))

> salary$relationship <- as.integer(factor(salary$relationship,levels = c(level\_rel),labels = c(1,2,3,4,5,6)))

> salary$race <- as.integer(factor(salary$race,levels = c(level\_race),labels = c(1,2,3,4,5)))

> salary$sex <- as.integer(factor(salary$sex,levels = c(level\_sex),labels = c(1,2)))

> salary$native <- as.integer(factor(salary$native,levels = c(level\_native),labels = c(seq(1,40,1))))

> salary$Salary <- as.integer(factor(salary$Salary,levels = c(level\_salary),labels = c(1,2)))

**Normalising the data**

> norm <- function(x){

return((x-min(x))/(max(x)-min(x)))

}

> normsalary <- as.data.frame(lapply(salary,norm))

> View(normsalary)

**Splitting data to test and train**

> salary\_train\_norm <- normsalary[1:30161,]

> salary\_test\_norm <- normsalary[30162:45221,]

> head(salary\_train)

age workclass education educationno maritalstatus occupation relationship

1 39 State-gov Bachelors 13 Never-married Adm-clerical Not-in-family

2 50 Self-emp-not-inc Bachelors 13 Married-civ-spouse Exec-managerial Husband

3 38 Private HS-grad 9 Divorced Handlers-cleaners Not-in-family

4 53 Private 11th 7 Married-civ-spouse Handlers-cleaners Husband

5 28 Private Bachelors 13 Married-civ-spouse Prof-specialty Wife

6 37 Private Masters 14 Married-civ-spouse Exec-managerial Wife

race sex capitalgain capitalloss hoursperweek native Salary

1 White Male 2174 0 40 United-States <=50K

2 White Male 0 0 13 United-States <=50K

3 White Male 0 0 40 United-States <=50K

4 Black Male 0 0 40 United-States <=50K

5 Black Female 0 0 40 Cuba <=50K

6 White Female 0 0 40 United-States <=50K

> barplot(table(salary\_test$Salary), main = " salary in test")

![](data:image/png;base64,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)

> barplot(table(salary\_train$Salary) ,main = "salary in train")
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**Model building**

> model1 <- naiveBayes(salary\_train\_norm,y=salary\_train$Salary)

> summary(model1)

Length Class Mode

apriori 2 table numeric

tables 14 -none- list

levels 2 -none- character

isnumeric 14 -none- logical

call 3 -none- call

> pred1 <- predict(model1,salary\_test$Salary)

There were 14 warnings (use warnings() to see them)

> mean(pred1==salary\_test$Salary)

[1] 0.7543161

**Model Accuracy is 75.43%**

> table(salary\_test$Salary,pred1)

pred1

<=50K >50K

<=50K 11360 0

>50K 3700 0

> CrossTable(salary\_test$Salary,pred1)

Cell Contents

|-------------------------|

| N |

| N / Table Total |

|-------------------------|

Total Observations in Table: 15060

| pred1

salary\_test$Salary | <=50K | Row Total |

-------------------|-----------|-----------|

<=50K | 11360 | 11360 |

| 0.754 | |

-------------------|-----------|-----------|

>50K | 3700 | 3700 |

| 0.246 | |

-------------------|-----------|-----------|

Column Total | 15060 | 15060 |

-------------------|-----------|-----------|

**Model building with Laplace smoothing**

> model2 <- naiveBayes(salary\_train\_norm,salary\_train$Salary,laplace = 1)

> summary(model2)

Length Class Mode

apriori 2 table numeric

tables 14 -none- list

levels 2 -none- character

isnumeric 14 -none- logical

call 4 -none- call

> pred2 <- predict(model2,salary\_test\_norm)

> mean(pred2==salary\_test$Salary)

[1] 0.9922311

**Model Accuracy is 99.22% After Laplace smoothing**

> table(salary\_test$Salary,pred2)

pred2

<=50K >50K

<=50K 11290 70

>50K 47 3653

> CrossTable(salary\_test$Salary,pred2,prop.c = F,prop.t = F,prop.chisq = F)

Cell Contents

|-------------------------|

| N |

| N / Row Total |

|-------------------------|

Total Observations in Table: 15060

| pred2

salary\_test$Salary | <=50K | >50K | Row Total |

-------------------|-----------|-----------|-----------|

<=50K | 11290 | 70 | 11360 |

| 0.994 | 0.006 | 0.754 |

-------------------|-----------|-----------|-----------|

>50K | 47 | 3653 | 3700 |

| 0.013 | 0.987 | 0.246 |

-------------------|-----------|-----------|-----------|

Column Total | 11337 | 3723 | 15060 |

-------------------|-----------|-----------|-----------|